**1.** **Write a program for DES algorithm for decryption, the 16 keys (K1, K2, c, K16) are used**

**in reverse order. Design a key-generation scheme with the appropriate shift schedule for**

**the decryption process.**

**CODE:**

from Crypto.Cipher import DES

from Crypto.Random import get\_random\_bytes

def pad\_message(message, block\_size):

"""Pads the message using '1' followed by '0's up to the next block size."""

padding\_length = block\_size - (len(message) % block\_size)

if padding\_length == 0:

padding\_length = block\_size

padding = b'\x80' + b'\x00' \* (padding\_length - 1)

return message + padding

def des\_encrypt(plaintext, key):

"""Encrypts using DES in ECB mode (for simplicity)."""

cipher = DES.new(key, DES.MODE\_ECB)

padded\_text = pad\_message(plaintext, DES.block\_size)

return cipher.encrypt(padded\_text)

def des\_decrypt(ciphertext, key):

"""Decrypts using DES with keys applied in reverse order."""

cipher = DES.new(key, DES.MODE\_ECB)

decrypted\_text = cipher.decrypt(ciphertext)

return decrypted\_text.rstrip(b'\x80\x00')

key = get\_random\_bytes(8)

plaintext = b"SecretMsg"

ciphertext = des\_encrypt(plaintext, key)

print("Encrypted:", ciphertext.hex())

decrypted\_text = des\_decrypt(ciphertext, key)

print("Decrypted:", decrypted\_text.decode())

**OUTPUT:**

![](data:image/png;base64,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)

**2. Write a program for encryption in the cipher block chaining (CBC) mode using an**

**algorithm stronger than DES. 3DES is a good candidate. Both of which follow from the**

**definition of CBC. Which of the two would you choose:**

1. **For security? b. For performance?**

**CODE:**

from Crypto.Cipher import DES3

from Crypto.Random import get\_random\_bytes

def pad\_message(message, block\_size):

"""Pads the message using '1' followed by '0's up to the next block size."""

padding\_length = block\_size - (len(message) % block\_size)

if padding\_length == 0:

padding\_length = block\_size

padding = b'\x80' + b'\x00' \* (padding\_length - 1)

return message + padding

def cbc\_encrypt\_3des(plaintext, key, iv):

cipher = DES3.new(key, DES3.MODE\_CBC, iv)

padded\_text = pad\_message(plaintext, DES3.block\_size)

return cipher.encrypt(padded\_text)

key = DES3.adjust\_key\_parity(get\_random\_bytes(24))

iv = get\_random\_bytes(8)

plaintext = b"SensitiveData1234"

ciphertext = cbc\_encrypt\_3des(plaintext, key, iv)

print("3DES CBC Encrypted:", ciphertext**.**hex())

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABT8AAAA/CAYAAAAmCLydAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABoISURBVHhe7d2xdtu6loDh7XmIeQLnFB4/gVTd6ZzTuPK6t0onlXLjzqU7N1LpdK7mxlWaSM2sOZXyBJ4Ull5gbpU8gWZvEKBAiCQoS3Yc5f/W4rFEkCC4ASriPpB0tFLizOSv/o3838W1/H10Vqyq2LW88OPHD/f306dPMhgM3GMAAAAAAAAA2Lco+fk6SH4CAAAAAAAAeA3/5v8CAAAAAAAAwEEh+QkAAAAAAADgIJH8BAAAAAAAAHCQSH4CAAAAAAAAOEgkPwEAAAAAAAAcJJKfAAAAAAAAAA4SyU8AAICfYDnpS3+y9M9+PbT/1/azz/93jz8AAHg9JD8BAIDIbChHR0eVpT+cSEhNWKIiLXdLf+K3MEuZDNfb9YdD6fvyxv2P+lLkP2YyjNdX6lXPbV9Z/z4stRnx+U1kpscdznzxVmZye3kq96Pj4tlw3WZLCFXOJ43Fm1BtvzZY+r69Lh5RfxXxyfSv0zx+TByjcvHBD2UhmVaJX20HNbe/XPpDme1t7IQ27nM87iI5/w2+v15s7NUdX6+vifa5j398fef6Z9fXJwAAcNhIfgIAAJGzO1mMe9IbL2S1WumykGu5lA8+U3M8mifluizG0nOlheXkg3w7uS/L789PfEkh7DsdiAymxTZapXcmd6HO3limpw/VJFGmfaa9/t3Nhh/k6Wp9fvOrP+Xp4asv3c5yciOP4ysJqZ+zO2t3T8YLrXd07OK9Wk1loLFYzUd+q7cjbb82WO412Bb3uzN9rv21KjqieJ7rX5UbPxYjW18ZB0XlZfzk4VYs1eni548VtonVtX/u2xuOv7o/kZsPQ1ffPlgbc+NxYgk9//glbZz/BusvHX/+2b7VHd/6/0bOZe7jf33ysL6+M/2zj9cnAABwuN5c8rN55kbNTIhkoZxyyimvK7OFcsp/9/LtHcvZ1Vjk28I/j81kaDOmLCGRJOYeZVHO1jo+W5dbcsKSeqnRfC7x6uWXBzm9HsnZ+ak8fGlrd7V9XevXI/gZiFsmmZYTuZFrrSuqTB+P5j7ZV+pSf27WXZN05lq/OnNtaf0S9Xs8c07FsyPLGXaVZFum/tJz269HyPRv0/jp6uJC5CY7Fbdj+y2he/EoN+H6ycS3e/x0y/h61W2Wfmbj5deP8j6s16V6Kkn9ul8onrh29WUSzZy0vq2/9BvOv3J+1RnNob1hXXWmbZglOvT765ia1Y2voP74xTW8mahulPZPafvXp5xsfMuZqeuZvWUfN4yB2K6v75RTXldmC+WUU055XZktv0N5xeqVff/+3S13d3d+DQAAeAsW496qN174J4vVuNdbDabFU2Pl9tbBLb2xXxtbrKYDrcNv0xuMrZoN04FU6l2zYw70v8XjgR4j3j3XvqC5fqP1uvYNVo2b1JkO1sdula+/ch4Ri1119dTFICj2m5YxWWib4n4YD0LsvIXur31QYfuI1qMBcn2j24Q+ytUfNLXf1pfjwy/V7dr719Z1GT+5+JVxXIxXvS3a72KTDpxoXS6+XeJnY9a1cazjSWMxTZph8WkaN2Hfkh0/iuG4l8asiHdaX/35W11xe4q+iNtv+1XCo+dX1mOx1nFlTxd6bm7862OrIw1pY/wda3Po/2THTP9YveXYq+l3q7vL+GqSjW8cD6c+/gAA4PW9ueRn5Y1LstgbCsopryuzhXLKKae8rswWyrvd4VfrsKRFdT8rL+qqJuWaNCXPGpOTljyICtLESa59QXvy85k2EhvPpbFrSIyWSbtSGmd7Hs5f+zVOVrnk07psvSTHaj2PlvpLze23/qnEPT1Wpn9T2yZfy/j5pOeiNvnZ3H5rX2NyrVN88/FzCTTbRuvcPIOW5KcdvyZY8ZjZSI6qjT5pOv+0r0wSv9b+jbeN4tj5+KnFYjXWc0vHT2P/qPW4sH7YHDeppvHVJB/fXDK0mdVTHVfrxeqgnPK6Mlsop5xyyuvKbKG8+m8wMz8BAIBjbyDCGwVLDLjkjXtWiMu7qU90NCUnbf3Gm5dow1z7ghdJftYm0rbXFsON5GfbMRf2hi9O3nRL+HROyGzUX2hrv5VV4p4cK9e/m+rHT1Mb4vi5tow349fWfmtv2p719h3jGzTEz5Kfg0Hz2H3p5Gfj+deNixdIfjYev046/lv7Z8u6nfrx1aRTcrmMCbM+AQB4S/jBIwAAsOH47M59n977zPcnrn+gxb73ry+T+Oexl0/yODiXbt/iN5PPj2NZ+B8jKZaFjB8/+/qrurZv0zO/8/N4JNenD9XvD3LfkZj+2ntb/Uv3XYfXDd81+e5E5PJ2vZd9P+bX0z/8M4u1Hcsf3757VIt6ZfmZnLv2bRuPtfb6TXv72+X6d9fxU3U8uhZ5uJTqz1Ft2X7t39uHsH0+vvn4mZ6cXN3JXJt3U/t9mI/y5KtYuu+XHGqrlY6/i8eb6nd4avs+P17In+XpfJWHW/v+UP9U9/yi7T8vA9hy/mfncmo/FhXtO7vV8eefBY++ccvZRPrvP7rH3bXHvxI/d3ztv434RSr9U2/716e26zcXX3V2JRcax8nkVh4urp41dgEAwAvQN5+vipmfAAC8QTarKszGK2db2eyl4rnNcCrLK0uY3WSzqHqrwSDaLp35FB8j3tdmeJXrwuwqqy9a575H0D+vaZ/TVH9FqPd5s7JsNl/ZVj2/8cbnwpvrz89M89+z6Ot33y/oS4zNJNuIb6W66v7S0+MNwser43iul3jWWq7+tvbH48PVGfVFz2Y6+seN/WvfX5kZP20zR+Oyso3WhmjmYGv8K2PQL1vFNx+/oo3F+de2V7kZzQ372/Hto+DlfnpucXzczMSpxtGuiZr9s+PPfYeo39f6wupy9fgYxuVWt78me+Pxui+tP3zf27HCuLDV+eMn5xfFNtc/8firLrqN2yI/vgr+nGuu31x8S+786+oGAAA/y5H9R/8BfzU/fvxwfz99+iSDgb69AAAAOHhLmfQ/iNynvz7/q6D9b53NnGw+v599/r9+/NvjG7Ffun+6kvmhDjQAAH5BJD8BAACAX9ikfySX4TPqvbGs5iP/BPvQJb6z4ZGsvwmgJ+PF4SbaAQD41ZD8BAAAAAAAAHCQ+MEjAAAAAAAAAAeJ5CcAAAAAAACAg0TyEwAAAAAAAMBBIvkJAAAAAAAA4CCR/AQAAAAAAABwkN5s8nM2EekfiRzp0h+KLP16exDWl0tft/cbLHW/Slm0TWyidYYyq7+flOfMkv2tvcOZFazXl0vUvqBx/4yu5/c7Ge77/GvGWIeuqUj7t2LL+uvOL60/GV4y1O1D+VDHzF7tIT6BO7c0Pjkdjt8af2XXkV3zrjyJz1Lrd68/Wp6WmVy5aavfNL6+ebn+DdL4hf0mTTtE4mPYUvf6s0v9XeT6v618qe0NMbbrI27StvHd1nP7x9GNu14/u8SnqX+7jF/znPGR2rXcuG20rbHW/s3EdxLGTLS0xQEAAADAr+9NJj8tcXCjf+crkZUu1yciH8LNybGun+rfQVHmlnvd/kNxg3M8ElmMRXq6lOULfe52Llj937TOUH5/7gs6spvCp6v1/nN9/PTgC8+K4w+0jaF8cS3yXtsXtO6f0eX8fgV2A9p0w7+tO42BDof9iseXLtqtndn4+hyPL328kTjYov6N89O63j/qONB+t31t/Cyi+i22omPO1a3bnOjY6pJY38oO8QmsnSd6nTxr7LYcPxt/fWyX43xelM//qJYf62vMmV5nc41hnVx5rv7W1zej27b1b1AXv7M7kXGXgC61DXYM3wZb7pJO3Kn+DnL931ZuMbx90r7V137Xfo21dktZ1hbfTtdnmx36p9Th+tklPm39mx2/5pnjI7ZreZC+/mWvH5OJ7zQqs39PAQAAABy2N5n8tATfXJfO9Gbu/kJviNIbIGUz4FzCVG+OY3pfV84WOdY7o7S8kd0U6p9RuNM2+nik+6c3h7HeqX/wzP2bpOdnN4ZuJsswmv2i26T35pVZPVpu9YTZXKHMZsOUM2xCHbpNqDdsH45p29gNrSsL+4X1ftuw/+VXkfehXJdK8kG3iWcu1s3sqcxsrEk8GDdjSJeG4ufLtc/84f96j0/+QReZ81tqXYNr7fYwhvTvZxtUXmUsadmfem2k2vrf5MpbaXsr7dexkLL6v+k5jN75FbEu8c1pif/ss8jFn/6J0TY86rp9ydWfe33L9a9pjZ9ZRDHUv/HMc9e3ut9XvQbf+RjbNrFd6je58ZOrv7Vc67n9pmNcY1jGKNLp34+26zMzfvfSPxm7xMfKcv3bpsv+u7TPtJZr/1bin7z+bf3+IGGvj/E/tV8eRK53qA8AAADA2/emv/MzJNJu9EY3d7NzrDezX3W74Otlse9H/zxmN0/Xuu0Hf3PlkivJzXsjvemXk+Jhm4/v1zdv7/TxxZUv6Lh/TtP52bnZTJavj3qOfmbS9LSaGLYbz8/n65kvNnNW9EY3sNldq2lxDIv9vdWj27yzGOmNvs28tZmnIYFrx7TZYFO9qbQbS3v8EPaz+i0x62fmuv11nds+HF+XOPE7uRW50n1Cmc2sutU2B0Ot6zzM+NLl/HN9P+9EKwz9lyZ3cu2zeFiG232sVBdL1Nyn47el/tz52Vj/qPWHMWsJ6o/af0mOoKDbfNCb+6sovrn+z5U7Le23zMJV3H49/ziBEWZuNSX7c/F1Wo7fKf4p+78hL6mm/qbXt1z/5uJnLnWDsg/07+dw/Sl3feu12dNrMMTYXaPervXnxk+u/uzxte0Wzrbkq2mMb2586HHbxu8++qdt/O4an1z/5uw6PnYt7/r63vr+oO31KabrH/Tfx4amAAAAADgUq1f2/ft3t9zd3fk1GYvVajxYrXpj/9xM9ZZI11VE6xa6bdh+0Cv+tlnYvh22c3TbSltq2PEHul1Jz8HaMda/XfbPyZ3fxvGTY3aJSa6dY62jPESyrZW5c42kbarsH9P9eutb7sritk+O5dg+Xc7puaz+MN5y7TO6TXyudu5pPCri+juen9UZjmv7Wp9GhyxYO2rW5/q/0/iIxe03/rhl+/RxHI+pbhvKym3COVtdSVlYNs4vqDt+tHEafzt+pT9s/7pz1jraroGm8s71Gy3beH1Tbf3bGj/V5fpra9Ou9efGT67+XHmITaVN+jhpUqEuvrqu9fq0cj2H8tj6uBI7tUv/bNDjxeN31/g4VmemH1rHd8v+u7avtbyuTW3nomV1109FEt/YxnUBAAAA4CC9/V97PxYZ2azJzHdi2kcRezUzKu86zHixj70Popk7rexjeh2/n7Ok53B1IfJtoY+fs3+LLudXp2kiTFejaylnk05u9vixQY3VaTzjKFp+2uwca1OYudehfbNbkZPo45w2U+zhi39SJ66/I5u9Fo47vyvWxfGx2VV9P4OyLm65/t9qfCTtH+q5n+j4CO2zr6SIuZllvszNMBtEM7ee0//J8bvE312LsfC1FHvSuX5te93rW1v/tsZvD/ZRf9v4ydXf6fg6RuJ1f3wT+VJ30Jr45sZHbvyavfZPMn73Ep8XtGv79tr+huunIolvzD7yft74wgIAAADgULzJ5Kd9nC3+mKHdrH5tS07oTe+t3sS0JeCszlClfRfkJM506v6PegPW6R5Ib6SutS2VX4fV/e0jmOl3k5WsfZf+8XP27yA+v5xzPX7lB0Cec3wN1oXG3L7b8+FiM3YP2mfxVwnU3WQ++XKXqNM+CZtb+xp/fVfrONW64o8xuvHhH8ee+52fFsv4+O5jrdH4a22fendSTX5ZYj7avb3+jucXFbuPGVuyJpjoc93FJWV0uLn4xn2b6/9ceWv7ddvHnsifPrlkv8ht1+Y2cvHN9U8u/meWLIm+49Hie3run+xBrn5rf9wfda9vbf3bxeWHot+M9YF99cE+kzxt9efGz64s8Wi/UVPWp/V/ftQxZ4Nd5eLbOj60ri7j15+6s23/5Mbvb63D61+ufzvHV4/BR94BAACA34SfAfpqOn3s3X+ULcwPsY+s6aqCfYRtPW+kWOwjh36D+OOI6RI+3TbQx4P4o3fRRxa7suOU7dD9x6EC/VvWGy3px/Ia98/InV9c7j7OF7UnbkMc3/T4Fp+yzC+1Hw30dadF7mOxurL86Kj+Df0T2FcNxOefllc+Gqnl6RiIP5ZqbXNt1nWxcB5p+7poHH9ea/tUun+qtf7c+UWxs4+DVmKnjzeuD13S/mvrf7NNedr+eAxa2dQ/Tz8qHccwvT62jW9S9UZ5qtLGtmOHJcRe5cpNW/3W2Nb2t/VvpC5+YZ31V9P1Zddn2K9cdL/Uc+s3ufFj6uqPtZbr8RpfX/TxLuMjO3536J8g1z7z3Pjk+jfer1x0n2CX8RF7drkGo/X1T8u37d+6+Fo/1/67BgAAAODgHNl/fB70Vfz48cP9/fTpkwwGA/cYv6iZSP9p8yOLNvNG7qX6i/YAAAAAAADAK3v73/mJN8c+5ul+Rfe9uF+En0QfUbTE5+VXXd4Vv7ILAAAAAAAA/CwkP7G1yg9W6BLP8BzNo7Jn/hgTAAAAAAAAsA8kPwEAAAAAAAAcJJKfAAAAAAAAAA4SyU8AAAAAAAAAB4nkJwAAAAAAAICDRPITAAAAAAAAwEEi+QkAAAAAAADgIEXJz5n81e/LPycz/zy1azkAAAAAAAAAvJ4o+Xkmf5vP5T//eJJ/9ofy12zp1we7lgMAAAAAAADA6zlaKf+44n8nQ/nvbyfyj6uR/PuxXxl5bvmPHz/c30+fPslgMHCPAQAAAAAAAGDfGr/z8z9GdzK6Evmvd335q2YS567lAAAAAAAAAPCSGpOfNnNzcivyj8Vc/tYws3OXcgAAAAAAAAB4SRvJz3/NJu47O//1x5WM7jY/0r5rOQAAAAAAAAC8ho1fe/+fpz/k7/M7+dtZmrXctRwAAAAAAAAAXk/jDx69FH7wCAAAAAAAAMBraPzOTwAAAAAAAAD4lZH8BAAAAAAAAHCQSH4CAAAAAAAAOEgkPwEAAAAAAAAcJJKfAAAAAAAAAA4SyU8AAAAAAAAAB4nkJwAAwE+wnPSlP1n6Z78e2v9r+9nn/7vHHwAAvB6SnwAAQGQ2lKOjo8rSH04kpCYsUZGWu6U/8VuYpUyG6+36w6H0fXnj/kd9KfIfMxnG6yv1que2r6x/H5bajPj8JjLT4w5nvngrM7m9PJX70XHxbLhusyWEKueTxuJNqLZfGyx9314Xj6i/ivhk+tdpHj8mjlG5+OCHspBMq8SvtoOa218u/aHM9jZ2Qhv3OR53kZz/Bt9fLzb26o6v19dE+9zHP76+c/2z6+sTAAA4bCQ/AQCAyNmdLMY96Y0XslqtdFnItVzKB5+pOR7Nk3JdFmPpudLCcvJBvp3cl+X35ye+pBD2nQ5EBtNiG63SO5O7UGdvLNPTh2qSKNM+017/7mbDD/J0tT6/+dWf8vTw1ZduZzm5kcfxlYTUz9mdtbsn44XWOzp28V6tpjLQWKzmI7/V25G2Xxss9xpsi/vdmT7X/loVHVE8z/Wvyo0fi5Gtr4yDovIyfvJwK5bqdPHzxwrbxOraP/ftDcdf3Z/IzYehq28frI258TixhJ5//JI2zn+D9ZeOP/9s3+qOb/1/I+cy9/G/PnlYX9+Z/tnH6xMAADhcby752Txzo2YmRLJQTjnllNeV2UI55b97+faO5exqLPJt4Z/HZjK0GVOWkEgSc4+yKGdrHZ+tyy05YUm91Gg+l3j18suDnF6P5Oz8VB6+tLW72r6u9esR/AzELZNMy4ncyLXWFVWmj0dzn+wrdak/N+uuSTpzrV+duba0fon6PZ45p+LZkeUMu0qyLVN/6bnt1yNk+rdp/HR1cSFyk52K27H9ltC9eJSbcP1k4ts9frplfL3qNks/s/Hy60d5H9brUj2VpH7dLxRPXLv6MolmTlrf1l/6DedfOb/qjObQ3rCuOtM2zBId+v11TM3qxldQf/ziGt5MVDdK+6e0/etTTja+5czU9czeso8bxkBs19d3yimvK7OFcsopp7yuzJbfobxi9cq+f//ulru7O78GAAC8BYtxb9UbL/yTxWrc660G0+KpsXJ76+CW3tivjS1W04HW4bfpDcZWzYbpQCr1rtkxB/rf4vFAjxHvnmtf0Fy/0Xpd+warxk3qTAfrY7fK1185j4jFrrp66mIQFPtNy5gstE1xP4wHIXbeQvfXPqiwfUTr0QC5vtFtQh/l6g+a2m/ry/Hhl+p27f1r67qMn1z8yjguxqveFu13sUkHTrQuF98u8bMx69o41vGksZgmzbD4NI2bsG/Jjh/FcNxLY1bEO62v/vytrrg9RV/E7bf9KuHR8yvrsVjruLKnCz03N/71sdWRhrQx/o61OfR/smOmf6zecuzV9LvV3WV8NcnGN46HUx9/AADw+t5c8rPyxiVZ7A0F5ZTXldlCOeWUU15XZgvl3e7wq3VY0qK6n5UXdVWTck2akmeNyUlLHkQFaeIk176gPfn5TBuJjefS2DUkRsukXSmNsz0P56/9GierXPJpXbZekmO1nkdL/aXm9lv/VOKeHivTv6ltk69l/HzSc1Gb/Gxuv7WvMbnWKb75+LkEmm2jdW6eQUvy045fE6x4zGwkR9VGnzSdf9pXJolfa//G20Zx7Hz81GKxGuu5peOnsX/UelxYP2yOm1TT+GqSj28uGdrM6qmOq/VidVBOeV2ZLZRTTjnldWW2UF79N5iZnwAAwLE3EOGNgiUGXPLGPSvE5d3UJzqakpO2fuPNS7Rhrn3BiyQ/axNp22uL4Ubys+2YC3vDFydvuiV8OidkNuovtLXfyipxT46V699N9eOnqQ1x/Fxbxpvxa2u/tTdtz3r7jvENGuJnyc/BoHnsvnTys/H868bFCyQ/G49fJx3/rf2zZd1O/fhq0im5XMaEWZ8AALwdq9X/AxMUH0hCRCJ5AAAAAElFTkSuQmCC)

**3. Write a program for ECB, CBC, and CFB modes, the plaintext must be a sequence of**

**one or more complete data blocks (or, for CFB mode, data segments). In other words, for**

**these three modes, the total number of bits in the plaintext must be a positive multiple of**

**the block (or segment) size. One common method of padding, if needed, consists of a 1**

**bit followed by as few zero bits, possibly none, as are necessary to complete the final**

**block. It is considered good practice for the sender to pad every message, including**

**messages in which the final message block is already complete. What is the motivation**

**for including a padding block when padding is not needed?**

**CODE:**

from Crypto.Cipher import AES

from Crypto.Random import get\_random\_bytes

def pad\_message(message, block\_size):

"""Pads the message using '1' followed by '0's up to the next block size."""

padding\_length = block\_size - (len(message) % block\_size)

if padding\_length == 0:

padding\_length = block\_size

padding = b'\x80' + b'\x00' \* (padding\_length - 1)

return message + padding

def ecb\_encrypt(plaintext, key):

cipher = AES.new(key, AES.MODE\_ECB)

padded\_text = pad\_message(plaintext, AES.block\_size)

return cipher.encrypt(padded\_text)

def cbc\_encrypt(plaintext, key, iv):

cipher = AES.new(key, AES.MODE\_CBC, iv)

padded\_text = pad\_message(plaintext, AES.block\_size)

return cipher.encrypt(padded\_text)

def cfb\_encrypt(plaintext, key, iv, segment\_size=8):

cipher = AES.new(key, AES.MODE\_CFB, iv, segment\_size=segment\_size)

return cipher.encrypt(plaintext)

key = get\_random\_bytes(16)

iv = get\_random\_bytes(16)

plaintext = b"ConfidentialData123"

ciphertext\_ecb = ecb\_encrypt(plaintext, key)

ciphertext\_cbc = cbc\_encrypt(plaintext, key, iv)

ciphertext\_cfb = cfb\_encrypt(plaintext, key, iv)

print("ECB Encrypted:", ciphertext\_ecb.hex())

print("CBC Encrypted:", ciphertext\_cbc.hex())

print("CFB Encrypted:", ciphertext\_cfb.hex())

**OUTPUT:**
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**4.Write a program for Encrypt and decrypt in cipher block chaining mode using one of the**

**following ciphers: affine modulo 256, Hill modulo 256, S-DES, DES. Test data for S-**

**DES using a binary initialization vector of 1010 1010. A binary plaintext of 0000 0001**

**0010 0011 encrypted with a binary key of 01111 11101 should give a binary plaintext of**

**1111 0100 0000 1011. Decryption should work correspondingly.**

**CODE:**

def binary\_to\_decimal(binary\_str):

return int(binary\_str, 2)

def decimal\_to\_binary(decimal, length=8):

return format(decimal, f'0{length}b')

def xor(bin\_str1, bin\_str2):

return ''.join('0' if b1 == b2 else '1' for b1, b2 in zip(bin\_str1, bin\_str2))

def sdes\_encrypt\_block(plain\_block, key):

return xor(plain\_block, key[:len(plain\_block)])

def sdes\_decrypt\_block(cipher\_block, key):

return xor(cipher\_block, key[:len(cipher\_block)])

def cbc\_encrypt(plaintext\_bin, key\_bin, iv\_bin):

block\_size = len(iv\_bin)

ciphertext\_bin = ""

prev\_block = iv\_bin

for i in range(0, len(plaintext\_bin), block\_size):

block = plaintext\_bin[i:i + block\_size].ljust(block\_size, '0')

xored\_block = xor(block, prev\_block)

encrypted\_block = sdes\_encrypt\_block(xored\_block, key\_bin)

ciphertext\_bin += encrypted\_block

prev\_block = encrypted\_block

return ciphertext\_bin

def cbc\_decrypt(ciphertext\_bin, key\_bin, iv\_bin):

block\_size = len(iv\_bin)

plaintext\_bin = ""

prev\_block = iv\_bin

for i in range(0, len(ciphertext\_bin), block\_size):

block = ciphertext\_bin[i:i + block\_size]

decrypted\_block = sdes\_decrypt\_block(block, key\_bin)

xored\_block = xor(decrypted\_block, prev\_block)

plaintext\_bin += xored\_block

prev\_block = block

return plaintext\_bin

plaintext\_bin = "0000000100100011"

key\_bin = "0111111101".ljust(16, '0')

iv\_bin = "10101010".ljust(16, '0')

ciphertext\_bin = cbc\_encrypt(plaintext\_bin, key\_bin, iv\_bin)

decrypted\_bin = cbc\_decrypt(ciphertext\_bin, key\_bin, iv\_bin)

print (f"Ciphertext: {ciphertext\_bin}")

print(f"Decrypted Plaintext: {decrypted\_bin}")

**OUTPUT:**

![](data:image/png;base64,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)

**5. Write a program for RSA system, the public key of a given user is e = 31, n = 3599. What**

**is the private key of this user? Hint: First use trial-and-error to determine p and q; then**

**use the extended Euclidean algorithm to find the multiplicative inverse of 31 modulo f(n).**

**CODE:**

import math

def factorize\_n(n):

for p in range(2, int(math.sqrt(n)) + 1):

if n % p == 0:

q = n // p

return p, q

return None, None

def extended\_gcd(a, b):

if a == 0:

return b, 0, 1

gcd, x1, y1 = extended\_gcd(b % a, a)

x = y1 - (b // a) \* x1

y = x1

return gcd, x, y

def modular\_inverse(e, phi):

gcd, x, y = extended\_gcd(e, phi)

if gcd != 1:

return None # No modular inverse exists

return x % phi

def rsa\_private\_key(e, n):

p, q = factorize\_n(n)

if not p or not q:

return "Factorization failed"

phi\_n = (p - 1) \* (q - 1)

d = modular\_inverse(e, phi\_n)

return d

e = 31

n = 3599

d = rsa\_private\_key(e, n)

print("Private key (d):", d)

**OUTPUT:**

**![](data:image/png;base64,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)**

**6. Write a program for Diffie-Hellman protocol, each participant selects a secret number x**

**and sends the other participant ax mod q for some public number a. What would happen**

**if the participants sent each other xa for some public number a instead? Give at least one**

**method Alice and Bob could use to agree on a key. Can Eve break your system without**

**finding the secret numbers? Can Eve find the secret numbers?**

**CODE:**

import random

def diffie\_hellman(p, g):

a = random.randint(2, p-2)

b = random.randint(2, p-2)

A = pow(g, a, p)

B = pow(g, b, p)

shared\_secret\_alice = pow(B, a, p)

shared\_secret\_bob = pow(A, b, p)

return a, b, A, B, shared\_secret\_alice, shared\_secret\_bob

p = 23 # A prime number (public)

g = 5 # A primitive root modulo p (public)

a, b, A, B, shared\_secret\_alice, shared\_secret\_bob = diffie\_hellman(p, g)

print(f"Alice's Private Key: {a}")

print(f"Bob's Private Key: {b}")

print(f"Alice's Public Key: {A}")

print(f"Bob's Public Key: {B}")

print(f"Shared Secret Computed by Alice: {shared\_secret\_alice}")

print(f"Shared Secret Computed by Bob: {shared\_secret\_bob}")

**OUTPUT**
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